
Modern systems are so heavily 
interconnected that the impacts 
of component and configuration 
choices can be difficult to know at 
design time. In this work, we 
partially automate the exploration 
of a system’s architectural trade 
space to enable system designers 
to rapidly evaluate system design 
options. The result is a graphical, 
user-guided suite of tools that 
enables a ‘design-by-shopping’ 
style of system design.

We build on SEI’s existing work in high-
fidelity system architecture modeling. Over 
the past several years, SEI has developed the 
Architecture Analysis and Design Language 
(AADL), which enables the creation of very 
detailed models of a system’s architecture. 
The SEI has also developed the Open Source 
Architecture Tool Environment (OSATE), which 
contains a number of analyses for AADL 
models, ranging from weight and latency 
calculations to more sophisticated error-
behavior modeling.

A system’s architectural trade space is the 
set of all possible candidate designs 
plotted in n-dimensional space where each 
dimension is a different quality attribute. 
Penn State’s ARL Trade Space Visualizer 
(ATSV) enables designers to visually explore 
multidimensional and potentially infinite data 
sets, and to focus in on particular subsets. It 
uses an evolutionary algorithm to learn which 
input characteristics correspond to which 
output characteristics; this lets designers 
refine their searches and generate additional 
candidate architectures that meet particular 
criteria.

This work has three primary tasks:
1. Extend existing architecture modeling 

language (SEI’s AADL) to encode 
component choices and their interactions.

2. Extend existing architecture modeling 
tooling (SEI’s OSATE) to automatically 
analyze the resulting system for cost, 
weight, performance, etc.

3. Enable trade space visualizer (Penn 
State’s ATSV) to automatically select valid 
components and configurations, and 
visually display analysis results.

Why do we need something new? System 
development costs are rising at an 
unsustainable rate. Much of this rise is driven 
by software, which presents a number of 
unique challenges in terms of massive 
customizability/configurability and subtle 
interactions with other components. SEI’s work 
in system architecture modeling addresses 
this need head-on by modeling software, 
hardware, and the bindings between the two.

3. Once a satisfactory 
architecture has been 
identified, the designer can 
click the point to reveal the 
component and configuration 
options chosen, as well as 
exact quality attribute values 
for each dimension.

How does ‘design-by-shopping’ work? 
Much like traditional shopping, design-by-
shopping begins with a broad search of 
candidates that potentially meet some need. 
Individual candidates are evaluated according 
to attributes like cost, performance, weight, 
power, etc. If none of the candidates are 
satisfactory, more can be generated – or the 
trade space can be refined to focus the 
search. If one of the candidates is satisfactory, 
though, then the designer can view its exact 
configuration and proceed to more detailed 
modeling and analysis.

This work is an enabling technology for 
future architecture modeling research at 
the SEI. Any quantitative analysis can be used 
as a dimension of the trade space 
visualization. Sophisticated new analyses for 
AADL are being created in OSATE to analyze 
complex system properties like safety and 
security. Once built, it’s relatively 
straightforward to automate these analyses 
and connect them to ATSV.

This project combines a number 
of technologies to enable a new 
paradigm of system design. As it 
relies heavily on quantitative 
analyses of system architectures, 
in the future we will look into 
novel quantification strategies for 
traditionally qualitative attributes 
like safety and security.
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2. Designers can refine their searches, and ATSV will 
generate more candidate architectures in the 
reduced search area. This is done automatically, 
using an evolutionary algorithm to learn which input 
values correspond to which outputs.

1. Initially, a system’s trade space 
may not have much shape. In this 
(mock) example, there is a rough 
correlation between higher costs 
and lower latency.
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